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Insecure languages like C enable devastating vulnerabilities. Mitigate vulnerabilities by compartmentalizing the program. We don't know which compartments will be compromised – protect vulnerable C compartments from each other. We don't know when a compartment will be compromised – every compartment should receive protection until compromised. Formalized this as a variant of robust safety preservation [CCS'18].
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